**Управляем цветами**

Вы уже знаете, что цвет задаётся шестнадцатеричным значением в виде #xxxxxxxx. Напишем приложение, где пользователь может вводить нужное число, чтобы увидеть получившийся цвет. В статье используются различные техники, которые могут пригодиться в других приложениях.

Создадим разметку следующего вида.

<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:paddingBottom="@dimen/activity\_vertical\_margin"

android:paddingLeft="@dimen/activity\_horizontal\_margin"

android:paddingRight="@dimen/activity\_horizontal\_margin"

android:paddingTop="@dimen/activity\_vertical\_margin"

tools:context=".MainActivity" >

<TextView

android:id="@+id/tv\_colorpreview"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Color:"

android:textAppearance="?android:attr/textAppearanceLarge" />

<View

android:id="@+id/v\_border"

android:layout\_width="130dp"

android:layout\_height="130dp"

android:layout\_below="@id/tv\_colorpreview"

android:layout\_centerHorizontal="true"

android:layout\_marginTop="12dp"

android:background="#FF000000" />

<TextView

android:id="@+id/tv\_inputcolor"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_alignLeft="@+id/tv\_colorpreview"

android:layout\_below="@+id/v\_border"

android:layout\_marginTop="15dp"

android:text="Type a color (ARGB, Hex):"

android:textAppearance="?android:attr/textAppearanceMedium" />

<EditText

android:id="@+id/hexcolor"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_alignLeft="@+id/tv\_inputcolor"

android:layout\_below="@+id/tv\_inputcolor"

android:layout\_marginTop="10dp"

android:ems="8"

android:inputType="textCapCharacters|textNoSuggestions|textVisiblePassword"

android:maxEms="8"

android:maxLength="8"

android:maxLines="1"

android:minLines="1"

android:text="FFFFFFFF" />

<ImageView

android:id="@+id/colorpreview"

android:layout\_width="130dp"

android:layout\_height="130dp"

android:layout\_alignBottom="@+id/v\_border"

android:layout\_alignLeft="@+id/v\_border"

android:layout\_alignRight="@+id/v\_border"

android:layout\_alignTop="@+id/v\_border"

android:layout\_margin="1dp"

android:background="@drawable/checkered\_pattern\_bg"

android:src="@drawable/singlepixelwhite" />

<Button

android:id="@+id/buttonOk"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_alignBottom="@+id/hexcolor"

android:layout\_alignTop="@+id/hexcolor"

android:layout\_marginLeft="7dp"

android:layout\_toRightOf="@+id/hexcolor"

android:text="OK" />

</RelativeLayout>

Обратите внимание на атрибуты у компонента **EditText**:

android:inputType="textCapCharacters|textNoSuggestions|textVisiblePassword"

android:maxLength="8"

Атрибут **android:inputType** позволяет показать нужный тип клавиатуры. В нашем случае клавиатура будет с символами верхнего регистра (**textCapCharacters**), без подсказок при вводе текста (**textNoSuggestions**) и без автокоррекции (**textVisiblePassword**). Атрибут **android:maxLength**устанавливает максимально допустимое число символов в текстовом поле. Для цвета достаточно восьми символов.

Для просмотра получившегося цвета используется **ImageView**, который содержит белую непрозрачную картинку размером 1×1 пиксель (0xFFFFFFFF) из файла **singlepixelwhite.png**. Картинка растягивается по размеру ImageView. Подобный способ позволит нам просматривать заданный цвет, включая прозрачность, накладывая цвет на белую картинку.

Теперь код для приложения:

package ru.alexanderklimov.hexadecimalcolor;

import android.os.Bundle;

import android.app.Activity;

import android.graphics.PorterDuff;

import android.text.Editable;

import android.text.TextWatcher;

import android.view.Menu;

import android.view.MenuItem;

import android.view.View;

import android.view.WindowManager;

import android.view.View.OnClickListener;

import android.widget.Button;

import android.widget.EditText;

import android.widget.ImageView;

import android.widget.Toast;

public class MainActivity extends Activity {

private ImageView ivColorPreview;

private EditText editHexColorInput;

private Button buttonOk;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

ivColorPreview = (ImageView) findViewById(R.id.colorpreview);

editHexColorInput = (EditText) findViewById(R.id.hexcolor);

buttonOk = (Button) findViewById(R.id.buttonOk);

// This prevents the EditText View from automatically receiving focus on

// Activity startup

getWindow().setSoftInputMode(

WindowManager.LayoutParams.SOFT\_INPUT\_STATE\_ALWAYS\_HIDDEN);

// Assign a TextWatcher to the EditText

editHexColorInput.addTextChangedListener(new TextWatcher() {

@Override

public void onTextChanged(CharSequence s, int start, int before,

int count) {

}

@Override

public void beforeTextChanged(CharSequence s, int start, int count,

int after) {

}

// Right after the text is changed

@Override

public void afterTextChanged(Editable s) {

// Store the text on a String

String text = s.toString();

// Get the length of the String

int length = s.length();

/\*

\* If the String length is bigger than zero and it's not

\* composed only by the following characters: A to F and/or 0 to

\* 9

\*/

if (!text.matches("[a-fA-F0-9]+") && length > 0) {

// Delete the last character

s.delete(length - 1, length);

}

}

});

buttonOk.setOnClickListener(new OnClickListener() {

@Override

public void onClick(View v) {

// Create and initialize the int 'color' with the white color.

int color = 0xFFFFFFFF;

try {

// Get the text at the EditText field and save it in a

// String

String colorValue = editHexColorInput.getText().toString();

/\* Convert the String into a Color ARGB hexadecimal integer. \*/

color = Integer.parseInt(colorValue.substring(2), 16)

+ (Integer.parseInt(colorValue.substring(0, 2), 16) << 24);

} catch (Exception e) // Something went wrong while parsing the

// String into an Integer

{

// Reset the EditText field to white

editHexColorInput.setText("FFFFFFFF");

// Display a toast message

Toast.makeText(MainActivity.this, "Invalid color!",

Toast.LENGTH\_SHORT).show();

}

/\*

\* Get the Drawable displayed by the Image View (in this case,

\* the 1x1 PNG opaque white image). Clear any ColorFilters

\* previously applied to it

\*/

ivColorPreview.getDrawable().clearColorFilter();

// Multiply the white image with the hexadecimal color passed at

// the EditText field

ivColorPreview.getDrawable().setColorFilter(color,

PorterDuff.Mode.MULTIPLY);

// Invalidate the ImageView, forcing it to be re-rendered.

ivColorPreview.invalidate();

}

});

}

@Override

public boolean onCreateOptionsMenu(Menu menu) {

// Inflate the menu; this adds items to the action bar if it is present.

getMenuInflater().inflate(R.menu.main, menu);

return true;

}

@Override

public boolean onOptionsItemSelected(MenuItem item) {

switch (item.getItemId()) {

// If the only button at this options menu is pressed

case R.id.action\_settings: {

// Remove any kind of color filter

ivColorPreview.getDrawable().clearColorFilter();

// Render the ImageView again

ivColorPreview.invalidate();

// Reset the color to its initial value (White = 0xFFFFFFFF)

editHexColorInput.setText("FFFFFFFF");

return true;

}

default: {

return super.onOptionsItemSelected(item);

}

}

}

}

Чтобы виртуальная клавиатура не появлялась при запуске автоматически, используется вызов **setSoftInputMode()** с нужным флагом. Это даёт возможность пользователю увидеть программу без лишних деталей, которые могут помешать понять логику приложения.

К текстовому полю подключается интерфейс **TextWatcher**, позволяющий отслеживать ввод символов. В нашем случае нас интересует метод **afterTextChanged()**, реагирующий на событие после ввода символа. Наша задача - не допустить ввод лишних символов по указанному регулярному выражению.

Если строка не содержит символы от A до F (в любом регистре) и/или цифры от 0 до 9, то последний символ, введённый пользователем, удаляется.

При нажатии кнопки текст из текстового поля преобразуется в шестнадцатеричное целое число и затем полученное значение используется для создания нужного цвета.

Преобразование происходит через метод **Integer.ParseInt()**. Во избежание ошибок используется блок **try/catch** с перехватом ошибок. Обратите внимание, что преобразование состоит из двух частей:

color = Integer.parseInt(colorValue.substring(2), 16) +

(Integer.parseInt(colorValue.substring(0,2), 16) << 24);

Сначала получаем значение RGB-каналов, а потом значение прозрачности (первые два символа). Альфа-канал сдвигается на 24 бита влево, чтобы они оказались в начале шестнадцатеричного значения.

Представьте себе, что мы задали непрозрачный чёрный цвет значением 0xFF000000. За альфа-канал отвечают символы FF. После преобразования в шестнадцатеричное число мы получим десятичное число 255. Но, вспомните, что у нас был цвет 0xFF000000 (Десятичное число: 4278190080), а не 0x000000FF (Десятичное число: 255). Поэтому мы и сдвигаем символы влево.

Сам цвет создаётся через методы **getDrawable()**, **xxxColorFilter()**. Режим **PorterDuff.Mode** позволяет смешивать два значения и получить различные результаты. Например, **PorterDuff.Mode.MULTIPLY** позволяет получить нужный цвет.

Для быстрого сброса предусмотрен пункт меню, который позволят быстро установить начальный белый цвет.

![Hexadecimal Color](data:image/png;base64,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)

Источник (с исходниками): [Android: hexadecimal color input using an EditText](http://www.41post.com/5108/programming/android-hexadecimal-color-input-using-an-edittext)